This is a complex lab. Be sure to read the chapter notes about Heaps before starting.

1. Download the following files and create a workspace using them:

<https://markbowman.org/231/Lab23.zip>

These files contain partial code for implementing a heap sort, using an array of strings.

2. Compile and run the program. You should see this displayed:

Sample Run

Enter file name: ***Lab23.txt***

Array

----------------

Mark Frank Alisa Susan Steve Kathy Michael Richard Lisa David Rochelle John Lailee Carlos Ann
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3. Start by implementing the heap\_left(), heap\_right(), and heap\_parent() functions. Each should return the appropriate index for an array implementation of a binary tree.

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heap Left()

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

//function to return the index of left child of node at index pos

//for inserting or removing nodes accordingly

inline int heap\_left(int pos)

{

return 2 \* pos + 1;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heap Right()

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

// function to return the index of right child of node at index pos

//for inserting or removing nodes accordingly

inline int heap\_right(int pos)

{

return 2 \* pos + 2;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heap Parent()

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

// function to return the index of parent child (or parent at root node) of node at index pos

inline int heap\_parent(int pos)

{

return (pos - 1) / 2;

}

4. Implement the heap\_insert() function. It will use the heap\_parent() in-line function you just created. Follow the algorithm explained in class:

* + Set map[n] = value
  + Set pos = n
  + Set parent = heap\_parent(pos)
  + Loop while pos>0 and map[pos]>map[parent]
* Swap map[pos] and map[parent]
* Set pos = parent
* Set parent = heap\_parent(pos)
  + Increment n

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heap Insert()

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

// function to insert val into array map to maintain the max heap

void heap\_insert(string map[], int& n, string value)

{

map[n] = value; // insert value at the end of map

int pos = n; // set pos to n

// get the index of parent of pos through call to heap parent

int parent = heap\_parent(pos);

// loop that continues until we reach the root of heap i.e pos is 0 and element at pos > element at parent

while ((pos > 0) && (map[pos] > map[parent]))

{

// swap the elements at pos and parent

string temp = map[pos];

map[pos] = map[parent];

map[parent] = temp;

pos = parent; // set pos to parent

parent = heap\_parent(pos); // get the index of parent of pos

}

n++; // increment n

}

5. Update the input loop in main(). Switch the commented lines.

while(!in.eof())

{ in >> name;

Comment out this line

if(in.good()) map[n++] = name;

// if(in.good()) heap\_insert(map,n,name);

Uncomment this line

};

6. Compile and run the program. If your heap\_insert() function works correctly, you should see this displayed:

Sample Run

Enter file name: ***Lab23.txt***

Array

----------------

Susan Steve Michael Richard Rochelle Lailee Kathy Frank Lisa David Mark Alisa John Carlos Ann

![Text
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7. Implement the heapify() function. It will take an unordered array and turn it into a heap. Follow the algorithm explained in class:

* Set i = 0
* Loop while i<n
  + Call heap\_insert(map,i,map[i]);
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//function that takes unorded array and turns it into a heap

//based on process of heapification - requires heap\_insert

void heapify(string map[], int n)

{

//counter

int i=0;

//while less than size of array, insert elements into heap

while (i < n)

{

heap\_insert(map, i, map[i]);

}

}

8. Update the main() function so that the input loop reverts to storing the data in the order read from the file. After closing the file, call the heapify() function. Display the array before, and after the call to heapify(), using appropriate labels.

9. Compile and run the program. If your heapify() function works correctly, you should see this displayed:

Sample Run

Enter file name: ***Lab23.txt***

Array

----------------

Mark Frank Alisa Susan Steve Kathy Michael Richard Lisa David Rochelle John Lailee Carlos Ann

Heapified Array

----------------

Susan Steve Michael Richard Rochelle Lailee Kathy Frank Lisa David Mark Alisa John Carlos Ann

![Text

Description automatically generated](data:image/png;base64,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)

**Main.cpp (so far):**

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Lab23.cpp

\* Twymun K. Safford

\* Last Updated:11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#include <iostream>

#include <fstream>

#include <string>

using namespace std;

#define ARRAY\_MAX 1000

#include "Heapsort.h"

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* main()

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

void main()

{ int i,n;

string fname,name,map[ARRAY\_MAX];

fstream in;

// Initialize

n = 0;

// Get file name

cout << "Enter file name: ";

cin >> fname;

// Read from file

in.open(fname.data(),ios::in);

if(!in.is\_open()) return;

// Loop through file

while (!in.eof())

{

in >> name;

if (in.good()) map[n++] = name;

//if (in.good()) heap\_insert(map, n, name);

};

// Close file

in.close();

// Display array

cout << endl;

cout << "Array" << endl << "----------------" << endl;

for (i = 0; i < n; i++)

{

cout << map[i] << " ";

}

cout << endl;

cout << endl;

cout << "Heapified Array" << endl << "----------------" << endl;

// call heapify

heapify(map, n);

for (i = 0; i < n; i++)

{

cout << map[i] << " ";

}

cout << endl << endl;

return;

}

10. Draw a picture of the heap tree on a separate sheet of paper.

**Binary Heap Tree – Lab23.txt**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Susan | | | | | | | |
| Michael | | | | Steve | | | |
| Lisa | | Mark | | Rochelle | | Kathy | |
| Lailee | David | Alisa | Frank | Richard | John | Carlos | Ann |

11. Implement the heap\_remove() function. It will use the heap\_left() and heap\_right()in-line functions. Follow the algorithm explained in class:

* Set pos = 0
* Decrement n
* Swap map[0] and map[n]
* Loop while pos<n
  + Set index = pos
  + Set left = heap\_left(pos)
  + Set right = heap\_right(pos)
  + If left<n and map[left]>map[index]
* Set index = left
  + If right<n and map[right]>map[index]
* Set index = right
  + If index ≠ pos
* Swap map[pos] and map[index]
* Set pos = index
  + Otherwise
* Set pos = n
* Return map[n]

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heap Remove()

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

//function to remove nodes from a heap

//starts at root node, moves node at bottom of tree to root,

// and then another heapification algorithm is used:

// continues until the node to be removed is found

string heap\_remove(string map[], int& n)

{

int pos = 0;

//decrement n by one

n--;

//compare ccurrent node to two children and if it isn't

//bigger than them, swap with larger of the two

swap(map[pos], map[n]);

while (pos < n)

{

int index = pos;

int left = heap\_left(pos);

int right = heap\_right(pos);

//if the left child is larger than the root

if ((left < n) && (map[left] > map[index]))

{

//use the left child as the new index

index = left;

}

//if right child greater than the largest so far

if ((right < n) && (map[right] > map[index]))

{

//use the right child as the index

index = right;

}

//if the largest current value is not at the root

if (index != pos)

{

//then swap the two values

swap(map[pos], map[index]);

pos = index;

}

else

{

//sets position to n

pos = n;

}

}

return map[n];

}

12. Update the main() function so that it calls the heap\_remove() function. Display the value returned from the function, and the resulting array, using appropriate labels.

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Lab23.cpp

\* Twymun K. Safford

\* Last Updated:11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#include <iostream>

#include <fstream>

#include <string>

using namespace std;

#define ARRAY\_MAX 1000

#include "Heapsort.h"

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* main()

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

void main()

{ int i,n;

string fname,name,map[ARRAY\_MAX];

fstream in;

// Initialize

n = 0;

// Get file name

cout << "Enter file name: ";

cin >> fname;

// Read from file

in.open(fname.data(),ios::in);

if(!in.is\_open()) return;

// Loop through file

while (!in.eof())

{

in >> name;

if (in.good()) map[n++] = name;

//if (in.good()) heap\_insert(map, n, name);

};

// Close file

in.close();

// Display array

cout << endl;

cout << "Array" << endl << "----------------" << endl;

for (i = 0; i < n; i++)

{

cout << map[i] << " ";

}

cout << endl;

cout << endl;

cout << "Heapified Array" << endl << "----------------" << endl;

// call heapify

heapify(map, n);

for (i = 0; i < n; i++)

{

cout << map[i] << " ";

}

cout << endl << endl;

//this section is used to show the removed value from the heapified array/tree and to show

//the array after the removal

cout << "Removed:" << heap\_remove(map, n) << endl << "----------------" << endl;

cout << "\nAfter Remove" << endl << "----------------" << endl;

for (i = 0; i < n; i++)

{

cout << map[i] << " ";

}

cout << endl;

return;

}

13. Compile and run the program. If your heapify() function works correctly, you should see this displayed:

Sample Run

Enter file name: ***Lab23.txt***

Array

----------------

Mark Frank Alisa Susan Steve Kathy Michael Richard Lisa David Rochelle John Lailee Carlos Ann

Heapified Array

----------------

Susan Steve Michael Richard Rochelle Lailee Kathy Frank Lisa David Mark Alisa John Carlos Ann

Removed: Susan

After Remove

----------------

Steve Rochelle Michael Richard Mark Lailee Kathy Frank Lisa David Ann Alisa John Carlos

![Text
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14. Implement the heap\_sort() function. It will use the heap\_remove()function in a loop. Follow the algorithm explained in class:

* Loop while n>0
  + Call heap\_remove(map,n)
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void heap\_sort(string map[], int n)

{

//sorts the elements based on employing a heapsort - since n decrements by one in heap remove,

//will run until n is equal to zero

while (n > 0)

{

//calls the heap remove function

heap\_remove(map, n);

}

}

15. Update the main() function so that instead of calling the heap\_remove() function, it calls the heap\_sort() function. Display the array after the call to heap\_sort(), using appropriate labels.

16. Compile and run the program. If your heap\_sort() function works correctly, you should see this displayed:

Sample Run

Enter file name: ***Lab23.txt***

Array

----------------

Mark Frank Alisa Susan Steve Kathy Michael Richard Lisa David Rochelle John Lailee Carlos Ann

Heapified Array

----------------

Susan Steve Michael Richard Rochelle Lailee Kathy Frank Lisa David Mark Alisa John Carlos Ann

After Sort

----------------

Alisa Ann Carlos David Frank John Kathy Lailee Lisa Mark Michael Richard Rochelle Steve Susan
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Heapsort.h:
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\* Heapsort.h

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#include <iostream>

#include <string>

using namespace std;

// Heap sort functions

inline int heap\_left(int pos);

inline int heap\_right(int pos);

inline int heap\_parent(int pos);

void heap\_insert(string map[], int& n, string value);

string heap\_remove(string map[], int& n);

void heapify(string map[], int n);

void heap\_sort(string map[], int n);

Heapsort.cpp:

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heapsort.cpp

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#include "Heapsort.h"

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heap Left()

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

//function to return the index of left child of node at index pos

//for inserting or removing nodes accordingly

inline int heap\_left(int pos)

{

return 2 \* pos + 1;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heap Right()

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

// function to return the index of right child of node at index pos

//for inserting or removing nodes accordingly

inline int heap\_right(int pos)

{

return 2 \* pos + 2;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heap Parent()

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

// function to return the index of parent child (or parent at root node) of node at index pos

inline int heap\_parent(int pos)

{

return (pos - 1) / 2;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heap Insert()

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

// function to insert val into array map to maintain the max heap

//new node gets compared to parent node, and if larger

//new value gets swapped with value above

void heap\_insert(string map[], int& n, string value)

{

map[n] = value; // insert value at the end of map

int pos = n; // set pos to n

// get the index of parent of pos through call to heap parent

int parent = heap\_parent(pos);

//at this point, since the new node is larger than its parent node it will be swapped

while ((pos > 0) && (map[pos] > map[parent]))

{

// swap the elements at pos and parent

string temp = map[pos];

map[pos] = map[parent];

map[parent] = temp;

pos = parent; // set pos to parent

parent = heap\_parent(pos); // get the index of parent of pos

}

n++; // increment n

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heapify()

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

//function that takes unorded array and turns it into a heap

//based on process of heapification - requires heap\_insert

void heapify(string map[], int n)

{

//counter

int i = 0;

//while less than size of array, insert elements into heap

while (i < n)

{

//use heap\_insert recursively for tree heapification of the current tree/sub-tree

heap\_insert(map, i, map[i]);

}

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heap Remove()

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

//function to remove nodes from a heap

//starts at root node, moves node at bottom of tree to root,

// and then another heapification algorithm is used:

//current node compared to two children for removal here

string heap\_remove(string map[], int& n)

{

int pos = 0;

//decrement n by one

n--;

//compare ccurrent node to two children and if it isn't

//bigger than them, swap with larger of the two

swap(map[pos], map[n]);

while (pos < n)

{

int index = pos;

int left = heap\_left(pos);

int right = heap\_right(pos);

//if the left child is larger than the root

if ((left < n) && (map[left] > map[index]))

{

//use the left child as the new index

index = left;

}

//if right child greater than the largest so far

if ((right < n) && (map[right] > map[index]))

{

//use the right child as the index

index = right;

}

//if the largest current value is not at the root

if (index != pos)

{

//then swap the two values

swap(map[pos], map[index]);

pos = index;

}

else

{

//sets position to n

pos = n;

}

}

return map[n];

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heapsort()

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

void heap\_sort(string map[], int n)

{

//sorts the elements based on employing a heapsort - since n decrements by one in heap remove,

//will run until n is equal to zero

while (n > 0)

{

//calls the heap remove function

heap\_remove(map, n);

}

}

Main.cpp:

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Lab23.cpp

\* Twymun K. Safford

\* Last Updated:11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#include <iostream>

#include <fstream>

#include <string>

using namespace std;

#define ARRAY\_MAX 1000

#include "Heapsort.h"

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* main()

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

void main()

{

int i, n;

string fname, name, map[ARRAY\_MAX];

fstream in;

// Initialize

n = 0;

// Get file name

cout << "Enter file name: ";

cin >> fname;

// Read from file

in.open(fname.data(), ios::in);

if (!in.is\_open()) return;

// Loop through file

while (!in.eof())

{

in >> name;

if (in.good()) map[n++] = name;

//if (in.good()) heap\_insert(map, n, name);

};

// Close file

in.close();

// Display array

cout << endl;

cout << "Array" << endl << "----------------" << endl;

for (i = 0; i < n; i++)

{

cout << map[i] << " ";

}

cout << endl;

cout << endl;

cout << "Heapified Array" << endl << "----------------" << endl;

//call heapify to heapify the contents of the array

heapify(map, n);

for (i = 0; i < n; i++)

{

//prints out the elements of the heapified array

cout << map[i] << " ";

}

cout << endl << endl;

//this section is used to show the removed value from the heapified array/tree and to show

//the array after the removal

/\* cout << "Removed:" << heap\_remove(map, n) << endl << "----------------" << endl;

cout << "\nAfter Remove" << endl << "----------------" << endl;\*/

//used to show what the array looks like after sorting

cout << "\nAfter Sort" << endl << "----------------" << endl;

//call heap sort function to sort the array

heap\_sort(map, n);

for (i = 0; i < n; i++)

{

//prints out the elements of the sorted aray

cout << map[i] << " ";

}

cout << endl;

return;

}

Extra Credit (5 points)

Do this only after completing and handing in the lab.

Update your heap\_sort() function:

* Add the code from heapify() to create the initial heap order.
* Change the loop to incorporate the code from heap\_remove() to move values to the end of the array.
* Convert to a template function, so that different data types can be used.

Modify main() so that it tests the sort with strings, and an array of integers or floats. Hand in your heap\_sort() code and outputs.

**Output – Extra Credit:**

**![Text
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**Heapsort.h (updated with templates):**

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heapsort.h

\* Twymun K. Safford

\* Last Updated: 11/17/2021

\* For extra credit, implemetnted with

\* templates

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#ifndef HEAPSORT\_H

#define HEAPSORT\_H

#include <iostream>

#include <string>

using namespace std;

// Heap sort functions

inline int heap\_left(int pos);

inline int heap\_right(int pos);

inline int heap\_parent(int pos);

//template implementation of heap\_inseert

template <typename T> void heap\_insert(T map[], int& n, T value);

//void heap\_insert(string map[], int& n, string value);

//template implementation of heap remove

template <typename T> T heap\_remove(T map[], int& n);

//string heap\_remove(string map[], int& n);

//void heapify(string map[], int n);

//template implementation of heapify

template <typename T> void heapify(T map[], int n);

//template implementation of heap\_sort

template <typename T> void heap\_sort(T map[], int n);

//void heap\_sort(string map[], int n);

//include Heapsort.cpp to get the template functions to work

// - the compiler needs to have access to the implementation of the methods

//so implementattion for the templates are separate from declaration

#include "Heapsort.cpp"

#endif // HEAPSORT\_H

**Heapsort.cpp (updated with templates):**

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heapsort.cpp

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#ifndef HEAPSORT\_CPP

#define HEAPSORT\_CPP

#include "Heapsort.h"

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heap Left()

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

//function to return the index of left child of node at index pos

//for inserting or removing nodes accordingly

inline int heap\_left(int pos)

{

return 2 \* pos + 1;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heap Right()

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

// function to return the index of right child of node at index pos

//for inserting or removing nodes accordingly

inline int heap\_right(int pos)

{

return 2 \* pos + 2;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heap Parent()

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

// function to return the index of parent child (or parent at root node) of node at index pos

inline int heap\_parent(int pos)

{

return (pos - 1) / 2;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heap Insert()

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

// function to insert val into array map to maintain the max heap

//new node gets compared to parent node, and if larger

//new value gets swapped with value above

template <typename T> void heap\_insert(T map[], int& n, T value)

//void heap\_insert(string map[], int& n, string value)

///Now updated to become a template function using the following:

{

//integers position and parent

int pos;

//parent

int parent;

map[n] = value; // insert value at the end of map

pos = n; // set pos to n

// get the index of parent of pos through call to heap parent

parent = heap\_parent(pos);

//declare the string variable temp

//string temp;

T temp; //changed to template type T

//at this point, since the new node is larger than its parent node it will be swapped

while ((pos > 0) && (map[pos] > map[parent]))

{

// swap the elements at pos and parent

temp = map[pos];

map[pos] = map[parent];

map[parent] = temp;

pos = parent; // set pos to parent

parent = heap\_parent(pos); // get the index of parent of pos

}

n++; // increment n

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heapify()

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

//function that takes unorded array and turns it into a heap

//based on process of heapification - requires heap\_insert

// change it to template function

template <typename T> void heapify(T map[], int n)

//void heapify(string map[], int n)

{

//counter

int i = 0;

//while less than size of array, insert elements into heap

while (i < n)

{

//use heap\_insert recursively for tree heapification of the current tree/sub-tree

heap\_insert(map, i, map[i]);

}

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heap Remove()

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

//function to remove nodes from a heap

//starts at root node, moves node at bottom of tree to root,

// and then another heapification algorithm is used:

//current node compared to two children for removal here

// change it to template function

template <typename T> T heap\_remove(T map[], int& n)

//string heap\_remove(string map[], int& n)

{

int pos = 0;

//decrement n by one

n--;

//left, right, and index

int left;

int right;

int index;

//compare ccurrent node to two children and if it isn't

//bigger than them, swap with larger of the two

swap(map[pos], map[n]);

while (pos < n)

{

index = pos;

left = heap\_left(pos);

right = heap\_right(pos);

//if the left child is larger than the root

if ((left < n) && (map[left] > map[index]))

{

//use the left child as the new index

index = left;

}

//if right child greater than the largest so far

if ((right < n) && (map[right] > map[index]))

{

//use the right child as the index

index = right;

}

//if the largest current value is not at the root

if (index != pos)

{

//then swap the two values

swap(map[pos], map[index]);

pos = index;

}

else

{

//sets position to n

pos = n;

}

}

return map[n];

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Heapsort()

\* Twymun K. Safford

\* Last Updated: 11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

//void heap\_sort(string map[], int n)

template <typename T> void heap\_sort(T map[], int n)

{

//set int i and set it to 0

int i = 0;

//heapify the array to create a max heap (greatest - down to -> lowest)

//loop while i < n

while (i < n)

//call heap\_insert(map, i, map[i]);

heap\_insert(map, i, map[i]);

//now, need to incor

//sorts the elements based on employing a heapsort - since n decrements by one in heap remove,

//will run until n is equal to zero

while (n > 0)

{

//calls the heap remove function - removes the max value from map and place at index n-1

heap\_remove(map, n);

}

}

#endif

**Main.cpp (updated with templates):**

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Lab23.cpp

\* Twymun K. Safford

\* Last Updated:11/16/2021

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#include <iostream>

#include <fstream>

#include <string>

#define ARRAY\_MAX 1000

#include "Heapsort.h"

using namespace std;

void main()

{

int i, n;

string fname, name, map[ARRAY\_MAX];

double value, dMap[ARRAY\_MAX];

int data, iMap[ARRAY\_MAX];

fstream in;

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Test here for strings

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

// Initialize

n = 0;

// Get file name

cout << "Enter file name to test strings: ";

cin >> fname;

// Read from file

in.open(fname.data(), ios::in);

if (!in.is\_open())

{

return;

}

// Loop through file

while (!in.eof())

{

in >> name;

if (in.good())

{

map[n++] = name;

}

//if (in.good()) heap\_insert(map, n, name);

};

// Close file

in.close();

// Display array

cout << endl;

cout << "Array" << endl << "----------------" << endl;

for (i = 0; i < n; i++)

{

cout << map[i] << " ";

}

cout << endl << endl;

cout << "Heapified Array" << endl << "----------------" << endl;

// Call heapify

heapify(map, n);

for (i = 0; i < n; i++)

{

cout << map[i] << " ";

}

cout << endl << endl;

cout << "After Sort" << endl << "----------------" << endl;

heap\_sort(map, n); // sort array in ascending order

// display array after sort

for (i = 0; i < n; i++)

{

cout << map[i] << " ";

}

cout << endl << endl;

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Test here for integers

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

// reset n to 0

n = 0;

// Get file name

cout << "Enter file name to test for integers: ";

cin >> fname;

// Read from file

in.open(fname.data(), ios::in);

if (!in.is\_open()) return;

// Loop through file

while (!in.eof())

{

in >> data;

if (in.good()) iMap[n++] = data;

//if (in.good()) heap\_insert(map, n, name);

};

// Close file

in.close();

// Display array

cout << endl;

cout << "Array" << endl << "----------------" << endl;

for (i = 0; i < n; i++)

{

//print the map for integers

cout << iMap[i] << " ";

}

cout << endl << endl;

cout << "Heapified Array" << endl << "----------------" << endl;

// Call heapify

heapify(iMap, n);

for (i = 0; i < n; i++)

{

cout << iMap[i] << " ";

}

cout << endl << endl;

cout << "After Sort" << endl << "----------------" << endl;

heap\_sort(iMap, n); // sort the array in ascending order

// display array after sort

for (i = 0; i < n; i++)

{

cout << iMap[i] << " ";

}

cout << endl << endl;

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Test here for doubles

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

// reset n to 0

n = 0;

// Get file name

cout << "Enter file name to test for doubles: ";

cin >> fname;

// Read from file

in.open(fname.data(), ios::in);

if (!in.is\_open())

{

return;

}

// Loop through file

while (!in.eof())

{

in >> value;

if (in.good())

{

//print out the map for doubles

dMap[n++] = value;

}

//if (in.good()) heap\_insert(map, n, name);

};

// Close file

in.close();

// Display array

cout << endl;

cout << "Array" << endl << "----------------" << endl;

for (i = 0; i < n; i++)

{

cout << dMap[i] << " ";

}

cout << endl << endl;

cout << "Heapified Array" << endl << "----------------" << endl;

// Call heapify

heapify(dMap, n);

for (i = 0; i < n; i++)

{

//print out the map for doubles

cout << dMap[i] << " ";

}

cout << endl << endl;

cout << "After Sort" << endl << "----------------" << endl;

heap\_sort(dMap, n); // sort the array in ascending order

// display array after sort

for (i = 0; i < n; i++)

{

cout << dMap[i] << " ";

}

cout << endl << endl;

return;

}